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**What is Vue.js?**

Vue (pronounced /vjuː/, like **view**) is a **progressive framework** for building user interfaces. Unlike other monolithic frameworks, Vue is designed from the ground up to be incrementally adoptable. The core library is focused on the view layer only, and is easy to pick up and integrate with other libraries or existing projects. On the other hand, Vue is also perfectly capable of powering sophisticated Single-Page Applications

The easiest way to try out Vue.js is using the **JSFiddle Hello World example**. Feel free to open it in another tab and follow along as we go through some basic examples. Or, you can **create an index.html file** and include Vue with:

|  |
| --- |
| <!-- development version, includes helpful console warnings --> <script src="https://cdn.jsdelivr.net/npm/vue/dist/vue.js"></script> |

or:

|  |
| --- |
| <!-- production version, optimized for size and speed --> <script src="https://cdn.jsdelivr.net/npm/vue"></script> |

The **Installation** page provides more options of installing Vue. Note: We **do not** recommend that beginners start with vue-cli, especially if you are not yet familiar with Node.js-based build tools.

**Declarative Rendering**

At the core of Vue.js is a system that enables us to declaratively render data to the DOM using straightforward template syntax:

|  |
| --- |
| <div id="app">  {{ message }} </div> |

|  |
| --- |
| var app = new Vue({  el: '#app',  data: {  message: 'Hello Vue!'  } }) |

In addition to text interpolation, we can also bind element attributes like this:

|  |
| --- |
| <div id="app-2">  <span v-bind:title="message">  Hover your mouse over me for a few seconds  to see my dynamically bound title!  </span> </div> |

|  |
| --- |
| var app2 = new Vue({  el: '#app-2',  data: {  message: 'You loaded this page on ' + new Date().toLocaleString()  } }) |

**Conditionals and Loops**

It’s easy to toggle the presence of an element, too:

|  |
| --- |
| <div id="app-3">  <span v-if="seen">Now you see me</span> </div> |

|  |
| --- |
| var app3 = new Vue({  el: '#app-3',  data: {  seen: true  } }) |

Condition and loop

This example demonstrates that we can bind data to not only text and attributes, but also the **structure** of the DOM. Moreover, Vue also provides a powerful transition effect system that can automatically apply **transition effects** when elements are inserted/updated/removed by Vue.

There are quite a few other directives, each with its own special functionality. For example, the v-for directive can be used for displaying a list of items using the data from an Array:

|  |
| --- |
| <div id="app-4">  <ol>  <li v-for="todo in todos">  {{ todo.text }}  </li>  </ol> </div> |

|  |
| --- |
| var app4 = new Vue({  el: '#app-4',  data: {  todos: [  { text: 'Learn JavaScript' },  { text: 'Learn Vue' },  { text: 'Build something awesome' }  ]  } }) |

1. Learn JavaScript
2. Learn Vue
3. Build something awesome

User Input or Events

## Handling User Input

To let users interact with your app, we can use the v-on directive to attach event listeners that invoke methods on our Vue instances:

|  |
| --- |
| <div id="app-5">  <p>{{ message }}</p>  <button v-on:click="reverseMessage">Reverse Message</button> </div> |

|  |
| --- |
| var app5 = new Vue({  el: '#app-5',  data: {  message: 'Hello Vue.js!'  },  methods: {  reverseMessage: function () {  this.message = this.message.split('').reverse().join('')  }  } }) |

Component

he component system is another important concept in Vue, because it’s an abstraction that allows us to build large-scale applications composed of small, self-contained, and often reusable components. If we think about it, almost any type of application interface can be abstracted into a tree of components:

![Component Tree](data:image/png;base64,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)

In Vue, a component is essentially a Vue instance with pre-defined options. Registering a component in Vue is straightforward:

|  |
| --- |
| // Define a new component called todo-item Vue.component('todo-item', {  template: '<li>This is a todo</li>' }) |

Now you can compose it in another component’s template:

|  |
| --- |
| <ol>  <!-- Create an instance of the todo-item component -->  <todo-item></todo-item> </ol> |

But this would render the same text for every todo, which is not super interesting. We should be able to pass data from the parent scope into child components. Let’s modify the component definition to make it accept a **prop**:

|  |
| --- |
| Vue.component('todo-item', {  // The todo-item component now accepts a  // "prop", which is like a custom attribute.  // This prop is called todo.  props: ['todo'],  template: '<li>{{ todo.text }}</li>' }) |

Now we can pass the todo into each repeated component using v-bind:

|  |
| --- |
| <div id="app-7">  <ol>  <!--  Now we provide each todo-item with the todo object  it's representing, so that its content can be dynamic.  We also need to provide each component with a "key",  which will be explained later.  -->  <todo-item  v-for="item in groceryList"  v-bind:todo="item"  v-bind:key="item.id">  </todo-item>  </ol> </div> |

|  |
| --- |
| Vue.component('todo-item', {  props: ['todo'],  template: '<li>{{ todo.text }}</li>' })  var app7 = new Vue({  el: '#app-7',  data: {  groceryList: [  { id: 0, text: 'Vegetables' },  { id: 1, text: 'Cheese' },  { id: 2, text: 'Whatever else humans are supposed to eat' }  ]  } }) |

# The Vue Instance

## Creating a Vue Instance

Every Vue application starts by creating a new **Vue instance** with the Vue function:

|  |
| --- |
| var vm = new Vue({  // options }) |

A Vue application consists of a **root Vue instance** created with new Vue, optionally organized into a tree of nested, reusable components. For example, a todo app’s component tree might look like this:

|  |
| --- |
| Root Instance └─ TodoList  ├─ TodoItem  │ ├─ DeleteTodoButton  │ └─ EditTodoButton  └─ TodoListFooter  ├─ ClearTodosButton  └─ TodoListStatistics |

## Data and Methods

When a Vue instance is created, it adds all the properties found in its data object to Vue’s **reactivity system**. When the values of those properties change, the view will “react”, updating to match the new values.

|  |
| --- |
| // Our data object var data = { a: 1 }  // The object is added to a Vue instance var vm = new Vue({  data: data })  // Getting the property on the instance // returns the one from the original data vm.a == data.a // => true  // Setting the property on the instance // also affects the original data vm.a = 2 data.a // => 2  // ... and vice-versa data.a = 3 vm.a // => 3 |

When this data changes, the view will re-render. It should be noted that properties in dataare only **reactive** if they existed when the instance was created. That means if you add a new property, like:

|  |
| --- |
| vm.b = 'hi' |

Then changes to b will not trigger any view updates. If you know you’ll need a property later, but it starts out empty or non-existent, you’ll need to set some initial value. For example:

|  |
| --- |
| data: {  newTodoText: '',  visitCount: 0,  hideCompletedTodos: false,  todos: [],  error: null } |

The only exception to this being the use of Object.freeze(), which prevents existing properties from being changed, which also means the reactivity system can’t track changes.

|  |
| --- |
| var obj = {  foo: 'bar' }  Object.freeze(obj)  new Vue({  el: '#app',  data: obj }) |

|  |
| --- |
| <div id="app">  <p>{{ foo }}</p>  <!-- this will no longer update `foo`! -->  <button v-on:click="foo = 'baz'">Change it</button> </div> |

In addition to data properties, Vue instances expose a number of useful instance properties and methods. These are prefixed with $ to differentiate them from user-defined properties. For example:

|  |
| --- |
| var data = { a: 1 } var vm = new Vue({  el: '#example',  data: data })  vm.$data === data // => true vm.$el === document.getElementById('example') // => true  // $watch is an instance method vm.$watch('a', function (newValue, oldValue) {  // This callback will be called when `vm.a` changes }) |

## Lifecycle Diagram

Below is a diagram for the instance lifecycle. You don’t need to fully understand everything going on right now, but as you learn and build more, it will be a useful reference.
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# Template Syntax

## Interpolations

### Text

The most basic form of data binding is text interpolation using the “Mustache” syntax (double curly braces):

|  |
| --- |
| <span>Message: {{ msg }}</span> |

The mustache tag will be replaced with the value of the msg property on the corresponding data object. It will also be updated whenever the data object’s msg property changes.

You can also perform one-time interpolations that do not update on data change by using the **v-once directive**, but keep in mind this will also affect any other bindings on the same node:

|  |
| --- |
| <span v-once>This will never change: {{ msg }}</span> |

### Raw HTML

The double mustaches interprets the data as plain text, not HTML. In order to output real HTML, you will need to use the v-html directive:

|  |
| --- |
| <p>Using mustaches: {{ rawHtml }}</p> <p>Using v-html directive: <span v-html="rawHtml"></span></p> |

Using mustaches: <span style="color: red">This should be red.</span>

Using v-html directive: This should be red.

### Using JavaScript Expressions

So far we’ve only been binding to simple property keys in our templates. But Vue.js actually supports the full power of JavaScript expressions inside all data bindings:

|  |
| --- |
| {{ number + 1 }}  {{ ok ? 'YES' : 'NO' }}  {{ message.split('').reverse().join('') }}  <div v-bind:id="'list-' + id"></div> |

These expressions will be evaluated as JavaScript in the data scope of the owner Vue instance. One restriction is that each binding can only contain **one single expression**, so the following will **NOT** work:

|  |
| --- |
| <!-- this is a statement, not an expression: --> {{ var a = 1 }}  <!-- flow control won't work either, use ternary expressions --> {{ if (ok) { return message } }} |

## Directives

Directives are special attributes with the v- prefix. Directive attribute values are expected to be **a single JavaScript expression** (with the exception for v-for, which will be discussed later). A directive’s job is to reactively apply side effects to the DOM when the value of its expression changes. Let’s review the example we saw in the introduction:

|  |
| --- |
| <p v-if="seen">Now you see me</p> |

Here, the v-if directive would remove/insert the <p> element based on the truthiness of the value of the expression seen.

### Arguments

Some directives can take an “argument”, denoted by a colon after the directive name. For example, the v-bind directive is used to reactively update an HTML attribute:

|  |
| --- |
| <a v-bind:href="url"> ... </a> |

Here href is the argument, which tells the v-bind directive to bind the element’s hrefattribute to the value of the expression url.

Another example is the v-on directive, which listens to DOM events:

|  |
| --- |
| <a v-on:click="doSomething"> ... </a> |

Here the argument is the event name to listen to. We will talk about event handling in more detail too.

### Modifiers

Modifiers are special postfixes denoted by a dot, which indicate that a directive should be bound in some special way. For example, the .prevent modifier tells the v-on directive to call event.preventDefault() on the triggered event:

|  |
| --- |
| <form v-on:submit.prevent="onSubmit"> ... </form> |

You’ll see other examples of modifiers later, **for v-on** and **for v-model**, when we explore those features.

## Shorthands

The v- prefix serves as a visual cue for identifying Vue-specific attributes in your templates. This is useful when you are using Vue.js to apply dynamic behavior to some existing markup, but can feel verbose for some frequently used directives. At the same time, the need for the v- prefix becomes less important when you are building a **SPA** where Vue.js manages every template. Therefore, Vue.js provides special shorthands for two of the most often used directives, v-bind and v-on:

### v-bind Shorthand

|  |
| --- |
| <!-- full syntax --> <a v-bind:href="url"> ... </a>  <!-- shorthand --> <a :href="url"> ... </a> |

### v-on Shorthand

|  |
| --- |
| <!-- full syntax --> <a v-on:click="doSomething"> ... </a>  <!-- shorthand --> <a @click="doSomething"> ... </a> |

They may look a bit different from normal HTML, but : and @ are valid chars for attribute names and all Vue.js supported browsers can parse it correctly. In addition, they do not appear in the final rendered markup. The shorthand syntax is totally optional, but you will likely appreciate it when you learn more about its usage later.

# Conditional Rendering

## v-if

In string templates, for example Handlebars, we would write a conditional block like this:

|  |
| --- |
| <!-- Handlebars template --> {{#if ok}}  <h1>Yes</h1> {{/if}} |

In Vue, we use the v-if directive to achieve the same:

|  |
| --- |
| <h1 v-if="ok">Yes</h1> |

It is also possible to add an “else block” with v-else:

|  |
| --- |
| <h1 v-if="ok">Yes</h1> <h1 v-else>No</h1> |

### Conditional Groups with v-if on <template>

Because v-if is a directive, it has to be attached to a single element. But what if we want to toggle more than one element? In this case we can use v-if on a <template> element, which serves as an invisible wrapper. The final rendered result will not include the <template> element.

|  |
| --- |
| <template v-if="ok">  <h1>Title</h1>  <p>Paragraph 1</p>  <p>Paragraph 2</p> </template> |

### v-else

You can use the v-else directive to indicate an “else block” for v-if:

|  |
| --- |
| <div v-if="Math.random() > 0.5">  Now you see me </div> <div v-else>  Now you don't </div> |

A v-else element must immediately follow a v-if or a v-else-if element - otherwise it will not be recognized.

### v-else-if

**New in 2.1.0+**

The v-else-if, as the name suggests, serves as an “else if block” for v-if. It can also be chained multiple times:

|  |
| --- |
| <div v-if="type === 'A'">  A </div> <div v-else-if="type === 'B'">  B </div> <div v-else-if="type === 'C'">  C </div> <div v-else>  Not A/B/C </div> |

Similar to v-else, a v-else-if element must immediately follow a v-if or a v-else-if element.

### Controlling Reusable Elements with key

Vue tries to render elements as efficiently as possible, often re-using them instead of rendering from scratch. Beyond helping make Vue very fast, this can have some useful advantages. For example, if you allow users to toggle between multiple login types:

|  |
| --- |
| <template v-if="loginType === 'username'">  <label>Username</label>  <input placeholder="Enter your username"> </template> <template v-else>  <label>Email</label>  <input placeholder="Enter your email address"> </template> |

# List Rendering

## Mapping an Array to Elements with v-for

We can use the v-for directive to render a list of items based on an array. The v-fordirective requires a special syntax in the form of item in items, where items is the source data array and item is an **alias** for the array element being iterated on:

|  |
| --- |
| <ul id="example-1">  <li v-for="item in items">  {{ item.message }}  </li> </ul> |

|  |
| --- |
| var example1 = new Vue({  el: '#example-1',  data: {  items: [  { message: 'Foo' },  { message: 'Bar' }  ]  } }) |

Result:

* Foo
* Bar

Inside v-for blocks we have full access to parent scope properties. v-for also supports an optional second argument for the index of the current item.

|  |
| --- |
| <ul id="example-2">  <li v-for="(item, index) in items">  {{ parentMessage }} - {{ index }} - {{ item.message }}  </li> </ul> |

|  |
| --- |
| var example2 = new Vue({  el: '#example-2',  data: {  parentMessage: 'Parent',  items: [  { message: 'Foo' },  { message: 'Bar' }  ]  } }) |

Result:

* Parent - 0 - Foo
* Parent - 1 - Bar

You can also use of as the delimiter instead of in, so that it is closer to JavaScript’s syntax for iterators:

|  |
| --- |
| <div v-for="item of items"></div> |

## v-for with an Object

You can also use v-for to iterate through the properties of an object.

|  |
| --- |
| <ul id="v-for-object" class="demo">  <li v-for="value in object">  {{ value }}  </li> </ul> |

|  |
| --- |
| new Vue({  el: '#v-for-object',  data: {  object: {  firstName: 'John',  lastName: 'Doe',  age: 30  }  } }) |

Result:

* John
* Doe
* 30

You can also provide a second argument for the key:

|  |
| --- |
| <div v-for="(value, key) in object">  {{ key }}: {{ value }} </div> |

firstName: John

lastName: Doe

age: 30

And another for the index:

|  |
| --- |
| <div v-for="(value, key, index) in object">  {{ index }}. {{ key }}: {{ value }} </div> |

0. firstName: John

1. lastName: Doe

2. age: 30

When iterating over an object, the order is based on the key enumeration order of Object.keys(), which is **not** guaranteed to be consistent across JavaScript engine implementations.

## key

When Vue is updating a list of elements rendered with v-for, by default it uses an “in-place patch” strategy. If the order of the data items has changed, instead of moving the DOM elements to match the order of the items, Vue will patch each element in-place and make sure it reflects what should be rendered at that particular index. This is similar to the behavior of track-by="$index" in Vue 1.x.

This default mode is efficient, but only suitable **when your list render output does not rely on child component state or temporary DOM state (e.g. form input values)**.

To give Vue a hint so that it can track each node’s identity, and thus reuse and reorder existing elements, you need to provide a unique key attribute for each item. An ideal value for keywould be the unique id of each item. This special attribute is a rough equivalent to track-byin 1.x, but it works like an attribute, so you need to use v-bind to bind it to dynamic values (using shorthand here):

|  |
| --- |
| <div v-for="item in items" :key="item.id">  <!-- content --> </div> |

It is recommended to provide a key with v-for whenever possible, unless the iterated DOM content is simple, or you are intentionally relying on the default behavior for performance gains.

Since it’s a generic mechanism for Vue to identify nodes, the key also has other uses that are not specifically tied to v-for, as we will see later in the guide.

## Array Change Detection

### Mutation Methods

Vue wraps an observed array’s mutation methods so they will also trigger view updates. The wrapped methods are:

* push()
* pop()
* shift()
* unshift()
* splice()
* sort()
* reverse()

You can open the console and play with the previous examples’ items array by calling their mutation methods. For example: example1.items.push({ message: 'Baz' }).

### Replacing an Array

Mutation methods, as the name suggests, mutate the original array they are called on. In comparison, there are also non-mutating methods, e.g. filter(), concat() and slice(), which do not mutate the original array but **always return a new array**. When working with non-mutating methods, you can replace the old array with the new one:

|  |
| --- |
| example1.items = example1.items.filter(function (item) {  return item.message.match(/Foo/) }) |

You might think this will cause Vue to throw away the existing DOM and re-render the entire list - luckily, that is not the case. Vue implements some smart heuristics to maximize DOM element reuse, so replacing an array with another array containing overlapping objects is a very efficient operation.

### Caveats

Due to limitations in JavaScript, Vue **cannot** detect the following changes to an array:

1. When you directly set an item with the index, e.g. vm.items[indexOfItem] = newValue
2. When you modify the length of the array, e.g. vm.items.length = newLength

For example:

|  |
| --- |
| var vm = new Vue({  data: {  items: ['a', 'b', 'c']  } }) vm.items[1] = 'x' // is NOT reactive vm.items.length = 2 // is NOT reactive |

To overcome caveat 1, both of the following will accomplish the same as vm.items[indexOfItem] = newValue, but will also trigger state updates in the reactivity system:

|  |
| --- |
| // Vue.set Vue.set(vm.items, indexOfItem, newValue) |

|  |
| --- |
| // Array.prototype.splice vm.items.splice(indexOfItem, 1, newValue) |

You can also use the **vm.$set** instance method, which is an alias for the global Vue.set:

|  |
| --- |
| vm.$set(vm.items, indexOfItem, newValue) |

To deal with caveat 2, you can use splice:

|  |
| --- |
| vm.items.splice(newLength) |

## Object Change Detection Caveats

Again due to limitations of modern JavaScript, **Vue cannot detect property addition or deletion**. For example:

|  |
| --- |
| var vm = new Vue({  data: {  a: 1  } }) // `vm.a` is now reactive  vm.b = 2 // `vm.b` is NOT reactive |

Vue does not allow dynamically adding new root-level reactive properties to an already created instance. However, it’s possible to add reactive properties to a nested object using the Vue.set(object, key, value) method. For example, given:

|  |
| --- |
| var vm = new Vue({  data: {  userProfile: {  name: 'Anika'  }  } }) |

You could add a new age property to the nested userProfile object with:

|  |
| --- |
| Vue.set(vm.userProfile, 'age', 27) |

You can also use the vm.$set instance method, which is an alias for the global Vue.set:

|  |
| --- |
| vm.$set(vm.userProfile, 'age', 27) |

Sometimes you may want to assign a number of new properties to an existing object, for example using Object.assign() or \_.extend(). In such cases, you should create a fresh object with properties from both objects. So instead of:

|  |
| --- |
| Object.assign(vm.userProfile, {  age: 27,  favoriteColor: 'Vue Green' }) |

You would add new, reactive properties with:

|  |
| --- |
| vm.userProfile = Object.assign({}, vm.userProfile, {  age: 27,  favoriteColor: 'Vue Green' }) |

## Displaying Filtered/Sorted Results

Sometimes we want to display a filtered or sorted version of an array without actually mutating or resetting the original data. In this case, you can create a computed property that returns the filtered or sorted array.

For example:

|  |
| --- |
| <li v-for="n in evenNumbers">{{ n }}</li> |

|  |
| --- |
| data: {  numbers: [ 1, 2, 3, 4, 5 ] }, computed: {  evenNumbers: function () {  return this.numbers.filter(function (number) {  return number % 2 === 0  })  } } |

In situations where computed properties are not feasible (e.g. inside nested v-for loops), you can use a method:

|  |
| --- |
| <li v-for="n in even(numbers)">{{ n }}</li> |

|  |
| --- |
| data: {  numbers: [ 1, 2, 3, 4, 5 ] }, methods: {  even: function (numbers) {  return numbers.filter(function (number) {  return number % 2 === 0  })  } } |

## v-for with a Range

v-for can also take an integer. In this case it will repeat the template that many times.

|  |
| --- |
| <div>  <span v-for="n in 10">{{ n }} </span> </div> |

Result:

1 2 3 4 5 6 7 8 9 10

## v-for on a <template>

Similar to template v-if, you can also use a <template> tag with v-for to render a block of multiple elements. For example:

|  |
| --- |
| <ul>  <template v-for="item in items">  <li>{{ item.msg }}</li>  <li class="divider" role="presentation"></li>  </template> </ul> |

## v-for with v-if

When they exist on the same node, v-for has a higher priority than v-if. That means the v-if will be run on each iteration of the loop separately. This can be useful when you want to render nodes for only some items, like below:

|  |
| --- |
| <li v-for="todo in todos" v-if="!todo.isComplete">  {{ todo }} </li> |

The above only renders the todos that are not complete.

If instead, your intent is to conditionally skip execution of the loop, you can place the v-ifon a wrapper element (or **<template>**). For example:

|  |
| --- |
| <ul v-if="todos.length">  <li v-for="todo in todos">  {{ todo }}  </li> </ul> <p v-else>No todos left!</p> |

## v-for with a Component

**This section assumes knowledge of Components. Feel free to skip it and come back later.**

You can directly use v-for on a custom component, like any normal element:

|  |
| --- |
| <my-component v-for="item in items" :key="item.id"></my-component> |

**In 2.2.0+, when using v-for with a component, a key is now required.**

However, this won’t automatically pass any data to the component, because components have isolated scopes of their own. In order to pass the iterated data into the component, we should also use props:

|  |
| --- |
| <my-component  v-for="(item, index) in items"  v-bind:item="item"  v-bind:index="index"  v-bind:key="item.id" ></my-component> |

The reason for not automatically injecting item into the component is because that makes the component tightly coupled to how v-for works. Being explicit about where its data comes from makes the component reusable in other situations.

Here’s a complete example of a simple todo list:

|  |
| --- |
| <div id="todo-list-example">  <form v-on:submit.prevent="addNewTodo">  <label for="new-todo">Add a todo</label>  <input  v-model="newTodoText"  id="new-todo"  placeholder="E.g. Feed the cat"  >  <button>Add</button>  </form>  <ul>  <li  is="todo-item"  v-for="(todo, index) in todos"  v-bind:key="todo.id"  v-bind:title="todo.title"  v-on:remove="todos.splice(index, 1)"  ></li>  </ul> </div> |

Note the is="todo-item" attribute. This is necessary in DOM templates, because only an <li> element is valid inside a <ul>. It does the same thing as <todo-item>, but works around a potential browser parsing error. See **DOM Template Parsing Caveats** to learn more.

|  |
| --- |
| Vue.component('todo-item', {  template: '\  <li>\  {{ title }}\  <button v-on:click="$emit(\'remove\')">Remove</button>\  </li>\  ',  props: ['title'] })  new Vue({  el: '#todo-list-example',  data: {  newTodoText: '',  todos: [  {  id: 1,  title: 'Do the dishes',  },  {  id: 2,  title: 'Take out the trash',  },  {  id: 3,  title: 'Mow the lawn'  }  ],  nextTodoId: 4  },  methods: {  addNewTodo: function () {  this.todos.push({  id: this.nextTodoId++,  title: this.newTodoText  })  this.newTodoText = ''  }  } }) |

# Event Handling

## Listening to Events

We can use the v-on directive to listen to DOM events and run some JavaScript when they’re triggered.

For example:

|  |
| --- |
| <div id="example-1">  <button v-on:click="counter += 1">Add 1</button>  <p>The button above has been clicked {{ counter }} times.</p> </div> |

|  |
| --- |
| var example1 = new Vue({  el: '#example-1',  data: {  counter: 0  } }) |

Result:

Add 1

The button above has been clicked 0 times.

## Method Event Handlers

The logic for many event handlers will be more complex though, so keeping your JavaScript in the value of the v-on attribute isn’t feasible. That’s why v-on can also accept the name of a method you’d like to call.

For example:

|  |
| --- |
| <div id="example-2">  <!-- `greet` is the name of a method defined below -->  <button v-on:click="greet">Greet</button> </div> |

|  |
| --- |
| var example2 = new Vue({  el: '#example-2',  data: {  name: 'Vue.js'  },  // define methods under the `methods` object  methods: {  greet: function (event) {  // `this` inside methods points to the Vue instance  alert('Hello ' + this.name + '!')  // `event` is the native DOM event  if (event) {  alert(event.target.tagName)  }  }  } })  // you can invoke methods in JavaScript too example2.greet() // => 'Hello Vue.js!' |

Result:

Greet

## Methods in Inline Handlers

Instead of binding directly to a method name, we can also use methods in an inline JavaScript statement:

|  |
| --- |
| <div id="example-3">  <button v-on:click="say('hi')">Say hi</button>  <button v-on:click="say('what')">Say what</button> </div> |

|  |
| --- |
| new Vue({  el: '#example-3',  methods: {  say: function (message) {  alert(message)  }  } }) |

Result:

Say hi Say what

Sometimes we also need to access the original DOM event in an inline statement handler. You can pass it into a method using the special $event variable:

|  |
| --- |
| <button v-on:click="warn('Form cannot be submitted yet.', $event)">  Submit </button> |

|  |
| --- |
| // ... methods: {  warn: function (message, event) {  // now we have access to the native event  if (event) event.preventDefault()  alert(message)  } } |

## Event Modifiers

It is a very common need to call event.preventDefault() or event.stopPropagation()inside event handlers. Although we can do this easily inside methods, it would be better if the methods can be purely about data logic rather than having to deal with DOM event details.

To address this problem, Vue provides **event modifiers** for v-on. Recall that modifiers are directive postfixes denoted by a dot.

* .stop
* .prevent
* .capture
* .self
* .once
* .passive

|  |
| --- |
| <!-- the click event's propagation will be stopped --> <a v-on:click.stop="doThis"></a>  <!-- the submit event will no longer reload the page --> <form v-on:submit.prevent="onSubmit"></form>  <!-- modifiers can be chained --> <a v-on:click.stop.prevent="doThat"></a>  <!-- just the modifier --> <form v-on:submit.prevent></form>  <!-- use capture mode when adding the event listener --> <!-- i.e. an event targeting an inner element is handled here before being handled by that element --> <div v-on:click.capture="doThis">...</div>  <!-- only trigger handler if event.target is the element itself --> <!-- i.e. not from a child element --> <div v-on:click.self="doThat">...</div> |

Order matters when using modifiers because the relevant code is generated in the same order. Therefore using v-on:click.prevent.self will prevent **all clicks** while v-on:click.self.prevent will only prevent clicks on the element itself.

**New in 2.1.4+**

|  |
| --- |
| <!-- the click event will be triggered at most once --> <a v-on:click.once="doThis"></a> |

Unlike the other modifiers, which are exclusive to native DOM events, the .once modifier can also be used on **component events**. If you haven’t read about components yet, don’t worry about this for now.

**New in 2.3.0+**

Vue also offers the .passive modifier, corresponding to **addEventListener‘s passiveoption**.

|  |
| --- |
| <!-- the scroll event's default behavior (scrolling) will happen --> <!-- immediately, instead of waiting for `onScroll` to complete --> <!-- in case it contains `event.preventDefault()` --> <div v-on:scroll.passive="onScroll">...</div> |

The .passive modifier is especially useful for improving performance on mobile devices.

Don’t use .passive and .prevent together, because .prevent will be ignored and your browser will probably show you a warning. Remember, .passivecommunicates to the browser that you don’t want to prevent the event’s default behavior.

## Key Modifiers

When listening for keyboard events, we often need to check for common key codes. Vue also allows adding key modifiers for v-on when listening for key events:

|  |
| --- |
| <!-- only call `vm.submit()` when the `keyCode` is 13 --> <input v-on:keyup.13="submit"> |

Remembering all the keyCodes is a hassle, so Vue provides aliases for the most commonly used keys:

|  |
| --- |
| <!-- same as above --> <input v-on:keyup.enter="submit">  <!-- also works for shorthand --> <input @keyup.enter="submit"> |

Here’s the full list of key modifier aliases:

* .enter
* .tab
* .delete (captures both “Delete” and “Backspace” keys)
* .esc
* .space
* .up
* .down
* .left
* .right

You can also **define custom key modifier aliases** via the global config.keyCodes object:

|  |
| --- |
| // enable `v-on:keyup.f1` Vue.config.keyCodes.f1 = 112 |

### Automatic Key Modifiers

**New in 2.5.0+**

You can also directly use any valid key names exposed via **KeyboardEvent.key** as modifiers by converting them to kebab-case:

|  |
| --- |
| <input @keyup.page-down="onPageDown"> |

In the above example, the handler will only be called if $event.key === 'PageDown'.

A few keys (.esc and all arrow keys) have inconsistent key values in IE9, their built-in aliases should be preferred if you need to support IE9.

## System Modifier Keys

**New in 2.1.0+**

You can use the following modifiers to trigger mouse or keyboard event listeners only when the corresponding modifier key is pressed:

* .ctrl
* .alt
* .shift
* .meta

**Note: On Macintosh keyboards, meta is the command key (⌘). On Windows keyboards, meta is the windows key (⊞). On Sun Microsystems keyboards, meta is marked as a solid diamond (◆). On certain keyboards, specifically MIT and Lisp machine keyboards and successors, such as the Knight keyboard, space-cadet keyboard, meta is labeled “META”. On Symbolics keyboards, meta is labeled “META” or “Meta”.**

For example:

|  |
| --- |
| <!-- Alt + C --> <input @keyup.alt.67="clear">  <!-- Ctrl + Click --> <div @click.ctrl="doSomething">Do something</div> |

Note that modifier keys are different from regular keys and when used with keyupevents, they have to be pressed when the event is emitted. In other words, keyup.ctrl will only trigger if you release a key while holding down ctrl. It won’t trigger if you release the ctrl key alone. If you do want such behaviour, use the keyCode for ctrl instead: keyup.17.

### .exact Modifier

**New in 2.5.0+**

The .exact modifier allows control of the exact combination of system modifiers needed to trigger an event.

|  |
| --- |
| <!-- this will fire even if Alt or Shift is also pressed --> <button @click.ctrl="onClick">A</button>  <!-- this will only fire when Ctrl and no other keys are pressed --> <button @click.ctrl.exact="onCtrlClick">A</button>  <!-- this will only fire when no system modifiers are pressed --> <button @click.exact="onClick">A</button> |

### Mouse Button Modifiers

**New in 2.2.0+**

* .left
* .right
* .middle

These modifiers restrict the handler to events triggered by a specific mouse button.

## Why Listeners in HTML?

You might be concerned that this whole event listening approach violates the good old rules about “separation of concerns”. Rest assured - since all Vue handler functions and expressions are strictly bound to the ViewModel that’s handling the current view, it won’t cause any maintenance difficulty. In fact, there are several benefits in using v-on:

1. It’s easier to locate the handler function implementations within your JS code by skimming the HTML template.
2. Since you don’t have to manually attach event listeners in JS, your ViewModel code can be pure logic and DOM-free. This makes it easier to test.
3. When a ViewModel is destroyed, all event listeners are automatically removed. You don’t need to worry about cleaning it up yourself.

# Form Input Bindings

## Basic Usage

You can use the v-model directive to create two-way data bindings on form input and textarea elements. It automatically picks the correct way to update the element based on the input type. Although a bit magical, v-model is essentially syntax sugar for updating data on user input events, plus special care for some edge cases.

v-model will ignore the initial value, checked or selected attributes found on any form elements. It will always treat the Vue instance data as the source of truth. You should declare the initial value on the JavaScript side, inside the data option of your component.

For languages that require an **IME** (Chinese, Japanese, Korean etc.), you’ll notice that v-model doesn’t get updated during IME composition. If you want to cater for these updates as well, use input event instead.

### Text

|  |
| --- |
| <input v-model="message" placeholder="edit me"> <p>Message is: {{ message }}</p> |
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Message is:

### Multiline text

|  |
| --- |
| <span>Multiline message is:</span> <p style="white-space: pre-line;">{{ message }}</p> <br> <textarea v-model="message" placeholder="add multiple lines"></textarea> |

Multiline message is:
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Interpolation on textareas (<textarea>{{text}}</textarea>) won't work. Use v-model instead.

### Checkbox

Single checkbox, boolean value:

|  |
| --- |
| <input type="checkbox" id="checkbox" v-model="checked"> <label for="checkbox">{{ checked }}</label> |

 false
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Multiple checkboxes, bound to the same Array:

|  |
| --- |
| <div id='example-3'>  <input type="checkbox" id="jack" value="Jack" v-model="checkedNames">  <label for="jack">Jack</label>  <input type="checkbox" id="john" value="John" v-model="checkedNames">  <label for="john">John</label>  <input type="checkbox" id="mike" value="Mike" v-model="checkedNames">  <label for="mike">Mike</label>  <br>  <span>Checked names: {{ checkedNames }}</span> </div> |

|  |
| --- |
| new Vue({  el: '#example-3',  data: {  checkedNames: []  } }) |

 Jack  John  Mike   
Checked names: []
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### Radio

|  |
| --- |
| <input type="radio" id="one" value="One" v-model="picked"> <label for="one">One</label> <br> <input type="radio" id="two" value="Two" v-model="picked"> <label for="two">Two</label> <br> <span>Picked: {{ picked }}</span> |

 One   
 Two   
Picked:
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### Select

Single select:

|  |
| --- |
| <select v-model="selected">  <option disabled value="">Please select one</option>  <option>A</option>  <option>B</option>  <option>C</option> </select> <span>Selected: {{ selected }}</span> |

|  |
| --- |
| new Vue({  el: '...',  data: {  selected: ''  } }) |

    Selected:
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If the initial value of your v-model expression does not match any of the options, the <select> element will render in an “unselected” state. On iOS this will cause the user not being able to select the first item because iOS does not fire a change event in this case. It is therefore recommended to provide a disabled option with an empty value, as demonstrated in the example above.

Multiple select (bound to Array):

|  |
| --- |
| <select v-model="selected" multiple>  <option>A</option>  <option>B</option>  <option>C</option> </select> <br> <span>Selected: {{ selected }}</span> |

Selected: []
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Dynamic options rendered with v-for:

|  |
| --- |
| <select v-model="selected">  <option v-for="option in options" v-bind:value="option.value">  {{ option.text }}  </option> </select> <span>Selected: {{ selected }}</span> |

|  |
| --- |
| new Vue({  el: '...',  data: {  selected: 'A',  options: [  { text: 'One', value: 'A' },  { text: 'Two', value: 'B' },  { text: 'Three', value: 'C' }  ]  } }) |

 Selected: A
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## Value Bindings

For radio, checkbox and select options, the v-model binding values are usually static strings (or booleans for checkbox):

|  |
| --- |
| <!-- `picked` is a string "a" when checked --> <input type="radio" v-model="picked" value="a">  <!-- `toggle` is either true or false --> <input type="checkbox" v-model="toggle">  <!-- `selected` is a string "abc" when the first option is selected --> <select v-model="selected">  <option value="abc">ABC</option> </select> |

But sometimes we may want to bind the value to a dynamic property on the Vue instance. We can use v-bind to achieve that. In addition, using v-bind allows us to bind the input value to non-string values.

### Checkbox

|  |
| --- |
| <input  type="checkbox"  v-model="toggle"  true-value="yes"  false-value="no" > |

|  |
| --- |
| // when checked: vm.toggle === 'yes' // when unchecked: vm.toggle === 'no' |

The true-value and false-value attributes don’t affect the input’s valueattribute, because browsers don’t include unchecked boxes in form submissions. To guarantee that one of two values is submitted in a form (e.g. “yes” or “no”), use radio inputs instead.

### Radio

|  |
| --- |
| <input type="radio" v-model="pick" v-bind:value="a"> |

|  |
| --- |
| // when checked: vm.pick === vm.a |

### Select Options

|  |
| --- |
| <select v-model="selected">  <!-- inline object literal -->  <option v-bind:value="{ number: 123 }">123</option> </select> |

|  |
| --- |
| // when selected: typeof vm.selected // => 'object' vm.selected.number // => 123 |

## Modifiers

### .lazy

By default, v-model syncs the input with the data after each input event (with the exception of IME composition as **stated above**). You can add the lazy modifier to instead sync after change events:

|  |
| --- |
| <!-- synced after "change" instead of "input" --> <input v-model.lazy="msg" > |

### .number

If you want user input to be automatically typecast as a number, you can add the numbermodifier to your v-model managed inputs:

|  |
| --- |
| <input v-model.number="age" type="number"> |

This is often useful, because even with type="number", the value of HTML input elements always returns a string.

### .trim

If you want user input to be trimmed automatically, you can add the trim modifier to your v-model managed inputs:

|  |
| --- |
| <input v-model.trim="msg"> |

## v-model with Components

**If you’re not yet familiar with Vue’s components, you can skip this for now.**

HTML’s built-in input types won’t always meet your needs. Fortunately, Vue components allow you to build reusable inputs with completely customized behavior. These inputs even work with v-model! To learn more, read about **custom inputs** in the Components guide.

# Components Basics

## Base Example

Here’s an example of a Vue component:

|  |
| --- |
| // Define a new component called button-counter Vue.component('button-counter', {  data: function () {  return {  count: 0  }  },  template: '<button v-on:click="count++">You clicked me {{ count }} times.</button>' }) |

Components are reusable Vue instances with a name: in this case, <button-counter>. We can use this component as a custom element inside a root Vue instance created with new Vue:

|  |
| --- |
| <div id="components-demo">  <button-counter></button-counter> </div> |

|  |
| --- |
| new Vue({ el: '#components-demo' }) |

You clicked me 0 times.

Since components are reusable Vue instances, they accept the same options as new Vue, such as data, computed, watch, methods, and lifecycle hooks. The only exceptions are a few root-specific options like el.

## Reusing Components

Components can be reused as many times as you want:

|  |
| --- |
| <div id="components-demo">  <button-counter></button-counter>  <button-counter></button-counter>  <button-counter></button-counter> </div> |

You clicked me 0 times. You clicked me 0 times. You clicked me 0 times.

Notice that when clicking on the buttons, each one maintains its own, separate count. That’s because each time you use a component, a new **instance** of it is created.

### data Must Be a Function

When we defined the <button-counter> component, you may have noticed that datawasn’t directly provided an object, like this:

|  |
| --- |
| data: {  count: 0 } |

Instead, **a component’s data option must be a function**, so that each instance can maintain an independent copy of the returned data object:

|  |
| --- |
| data: function () {  return {  count: 0  } } |

If Vue didn’t have this rule, clicking on one button would affect the data of all other instances, like below:

You clicked me 0 times. You clicked me 0 times. You clicked me 0 times.

## Organizing Components

It’s common for an app to be organized into a tree of nested components:

![Component Tree](data:image/png;base64,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)

For example, you might have components for a header, sidebar, and content area, each typically containing other components for navigation links, blog posts, etc.

To use these components in templates, they must be registered so that Vue knows about them. There are two types of component registration: **global** and **local**. So far, we’ve only registered components globally, using Vue.component:

|  |
| --- |
| Vue.component('my-component-name', {  // ... options ... }) |

Globally registered components can be used in the template of any root Vue instance (new Vue) created afterwards – and even inside all subcomponents of that Vue instance’s component tree.

That’s all you need to know about registration for now, but once you’ve finished reading this page and feel comfortable with its content, we recommend coming back later to read the full guide on **Component Registration**.

## Passing Data to Child Components with Props

Earlier, we mentioned creating a component for blog posts. The problem is, that component won’t be useful unless you can pass data to it, such as the title and content of the specific post we want to display. That’s where props come in.

Props are custom attributes you can register on a component. When a value is passed to a prop attribute, it becomes a property on that component instance. To pass a title to our blog post component, we can include it in the list of props this component accepts, using a propsoption:

|  |
| --- |
| Vue.component('blog-post', {  props: ['title'],  template: '<h3>{{ title }}</h3>' }) |

A component can have as many props as you’d like and by default, any value can be passed to any prop. In the template above, you’ll see that we can access this value on the component instance, just like with data.

Once a prop is registered, you can pass data to it as a custom attribute, like this:

|  |
| --- |
| <blog-post title="My journey with Vue"></blog-post> <blog-post title="Blogging with Vue"></blog-post> <blog-post title="Why Vue is so fun"></blog-post> |

### My journey with Vue

### Blogging with Vue

### Why Vue is so fun

In a typical app, however, you’ll likely have an array of posts in data:

|  |
| --- |
| new Vue({  el: '#blog-post-demo',  data: {  posts: [  { id: 1, title: 'My journey with Vue' },  { id: 2, title: 'Blogging with Vue' },  { id: 3, title: 'Why Vue is so fun' },  ]  } }) |

Then want to render a component for each one:

|  |
| --- |
| <blog-post  v-for="post in posts"  v-bind:key="post.id"  v-bind:title="post.title" ></blog-post> |

Above, you’ll see that we can use v-bind to dynamically pass props. This is especially useful when you don’t know the exact content you’re going to render ahead of time, like when **fetching posts from an API**.

That’s all you need to know about props for now, but once you’ve finished reading this page and feel comfortable with its content, we recommend coming back later to read the full guide on **Props**.

## A Single Root Element

When building out a <blog-post> component, your template will eventually contain more than just the title:

|  |
| --- |
| <h3>{{ title }}</h3> |

At the very least, you’ll want to include the post’s content:

|  |
| --- |
| <h3>{{ title }}</h3> <div v-html="content"></div> |

If you try this in your template however, Vue will show an error, explaining that **every component must have a single root element**. You can fix this error by wrapping the template in a parent element, such as:

|  |
| --- |
| <div class="blog-post">  <h3>{{ title }}</h3>  <div v-html="content"></div> </div> |

As our component grows, it’s likely we’ll not only need the title and content of a post, but also the published date, comments, and more. Defining a prop for each related piece of information could become very annoying:

|  |
| --- |
| <blog-post  v-for="post in posts"  v-bind:key="post.id"  v-bind:title="post.title"  v-bind:content="post.content"  v-bind:publishedAt="post.publishedAt"  v-bind:comments="post.comments" ></blog-post> |

So this might be a good time to refactor the <blog-post> component to accept a single post prop instead:

|  |
| --- |
| <blog-post  v-for="post in posts"  v-bind:key="post.id"  v-bind:post="post" ></blog-post> |

|  |
| --- |
| Vue.component('blog-post', {  props: ['post'],  template: `  <div class="blog-post">  <h3>{{ post.title }}</h3>  <div v-html="post.content"></div>  </div>  ` }) |

The above example and some future ones use JavaScript’s **template literal** to make multi-line templates more readable. These are not supported by Internet Explorer (IE), so if you must support IE and are not transpiling (e.g. with Babel or TypeScript), use **newline escapes** instead.

Now, whenever a new property is added to post objects, it will automatically be available inside <blog-post>.

## Sending Messages to Parents with Events

As we develop our <blog-post> component, some features may require communicating back up to the parent. For example, we may decide to include an accessibility feature to enlarge the text of blog posts, while leaving the rest of the page its default size:

In the parent, we can support this feature by adding a postFontSize data property:

|  |
| --- |
| new Vue({  el: '#blog-posts-events-demo',  data: {  posts: [/\* ... \*/],  postFontSize: 1  } }) |

Which can be used in the template to control the font size of all blog posts:

|  |
| --- |
| <div id="blog-posts-events-demo">  <div :style="{ fontSize: postFontSize + 'em' }">  <blog-post  v-for="post in posts"  v-bind:key="post.id"  v-bind:post="post"  ></blog-post>  </div> </div> |

Now let’s add a button to enlarge the text right before the content of every post:

|  |
| --- |
| Vue.component('blog-post', {  props: ['post'],  template: `  <div class="blog-post">  <h3>{{ post.title }}</h3>  <button>  Enlarge text  </button>  <div v-html="post.content"></div>  </div>  ` }) |

The problem is, this button doesn’t do anything:

|  |
| --- |
| <button>  Enlarge text </button> |

When we click on the button, we need to communicate to the parent that it should enlarge the text of all posts. Fortunately, Vue instances provide a custom events system to solve this problem. To emit an event to the parent, we can call the built-in **$emit method**, passing the name of the event:

|  |
| --- |
| <button v-on:click="$emit('enlarge-text')">  Enlarge text </button> |

Then on our blog post, we can listen for this event with v-on, just as we would with a native DOM event:

|  |
| --- |
| <blog-post  ...  v-on:enlarge-text="postFontSize += 0.1" ></blog-post> |

### My journey with Vue

Enlarge text

...content...

### Blogging with Vue

Enlarge text

...content...

### Why Vue is so fun

Enlarge text

...content...

### Emitting a Value With an Event

It’s sometimes useful to emit a specific value with an event. For example, we may want the <blog-post> component to be in charge of how much to enlarge the text by. In those cases, we can use $emit‘s 2nd parameter to provide this value:

|  |
| --- |
| <button v-on:click="$emit('enlarge-text', 0.1)">  Enlarge text </button> |

Then when we listen to the event in the parent, we can access the emitted event’s value with $event:

|  |
| --- |
| <blog-post  ...  v-on:enlarge-text="postFontSize += $event" ></blog-post> |

Or, if the event handler is a method:

|  |
| --- |
| <blog-post  ...  v-on:enlarge-text="onEnlargeText" ></blog-post> |

Then the value will be passed as the first parameter of that method:

|  |
| --- |
| methods: {  onEnlargeText: function (enlargeAmount) {  this.postFontSize += enlargeAmount  } } |

### Using v-model on Components

Custom events can also be used to create custom inputs that work with v-model. Remember that:

|  |
| --- |
| <input v-model="searchText"> |

does the same thing as:

|  |
| --- |
| <input  v-bind:value="searchText"  v-on:input="searchText = $event.target.value" > |

When used on a component, v-model instead does this:

|  |
| --- |
| <custom-input  v-bind:value="searchText"  v-on:input="searchText = $event" ></custom-input> |

For this to actually work though, the <input> inside the component must:

* Bind the value attribute to a value prop
* On input, emit its own custom input event with the new value

Here’s that in action:

|  |
| --- |
| Vue.component('custom-input', {  props: ['value'],  template: `  <input  v-bind:value="value"  v-on:input="$emit('input', $event.target.value)"  >  ` }) |

Now v-model should work perfectly with this component:

|  |
| --- |
| <custom-input v-model="searchText"></custom-input> |

That’s all you need to know about custom component events for now, but once you’ve finished reading this page and feel comfortable with its content, we recommend coming back later to read the full guide on **Custom Events**.

## Content Distribution with Slots

Just like with HTML elements, it’s often useful to be able to pass content to a component, like this:

|  |
| --- |
| <alert-box>  Something bad happened. </alert-box> |

Which might render something like:

**Error!** Something bad happened.

Fortunately, this task is made very simple by Vue’s custom <slot> element:

|  |
| --- |
| Vue.component('alert-box', {  template: `  <div class="demo-alert-box">  <strong>Error!</strong>  <slot></slot>  </div>  ` }) |

As you’ll see above, we just add the slot where we want it to go – and that’s it. We’re done!

That’s all you need to know about slots for now, but once you’ve finished reading this page and feel comfortable with its content, we recommend coming back later to read the full guide on **Slots**.

## Dynamic Components

Sometimes, it’s useful to dynamically switch between components, like in a tabbed interface:

HomePostsArchive

Home component

The above is made possible by Vue’s <component> element with the is special attribute:

|  |
| --- |
| <!-- Component changes when currentTabComponent changes --> <component v-bind:is="currentTabComponent"></component> |

In the example above, currentTabComponent can contain either:

* the name of a registered component, or
* a component’s options object

See **this fiddle** to experiment with the full code, or **this version** for an example binding to a component’s options object, instead of its registered name.

That’s all you need to know about dynamic components for now, but once you’ve finished reading this page and feel comfortable with its content, we recommend coming back later to read the full guide on **Dynamic & Async Components**.

## DOM Template Parsing Caveats

Some HTML elements, such as <ul>, <ol>, <table> and <select> have restrictions on what elements can appear inside them, and some elements such as <li>, <tr>, and <option> can only appear inside certain other elements.

This will lead to issues when using components with elements that have such restrictions. For example:

|  |
| --- |
| <table>  <blog-post-row></blog-post-row> </table> |

The custom component <blog-post-row> will be hoisted out as invalid content, causing errors in the eventual rendered output. Fortunately, the is special attribute offers a workaround:

|  |
| --- |
| <table>  <tr is="blog-post-row"></tr> </table> |

It should be noted that **this limitation does not apply if you are using string templates from one of the following sources**:

* String templates (e.g. template: '...')
* **Single-file (.vue) components**
* **<script type="text/x-template">**

That’s all you need to know about dynamic components for now – and actually, the end of Vue’s Essentials. Congratulations! There’s still more to learn, but first, we recommend taking a break to play with Vue yourself and build something fun.

Once you feel comfortable with the knowledge you’ve just digested, we recommend coming back to read the full guide on **Dynamic & Async Components**, as well as the other pages in the Components In-Depth section of the sidebar.

# Component Registration

**This page assumes you’ve already read the Components Basics. Read that first if you are new to components.**

## Component Names

When registering a component, it will always be given a name. For example, in the global registration we’ve seen so far:

|  |
| --- |
| Vue.component('my-component-name', { /\* ... \*/ }) |

The component’s name is the first argument of Vue.component.

The name you give a component may depend on where you intend to use it. When using a component directly in the DOM (as opposed to in a string template or **single-file component**), we strongly recommend following the **W3C rules** for custom tag names (all-lowercase, must contain a hyphen). This helps you avoid conflicts with current and future HTML elements.

You can see other recommendations for component names in the **Style Guide**.

### Name Casing

You have two options when defining component names:

#### With kebab-case

|  |
| --- |
| Vue.component('my-component-name', { /\* ... \*/ }) |

When defining a component with kebab-case, you must also use kebab-case when referencing its custom element, such as in <my-component-name>.

#### With PascalCase

|  |
| --- |
| Vue.component('MyComponentName', { /\* ... \*/ }) |

When defining a component with PascalCase, you can use either case when referencing its custom element. That means both <my-component-name> and <MyComponentName> are acceptable. Note, however, that only kebab-case names are valid directly in the DOM (i.e. non-string templates).

## Global Registration

So far, we’ve only created components using Vue.component:

|  |
| --- |
| Vue.component('my-component-name', {  // ... options ... }) |

These components are **globally registered**. That means they can be used in the template of any root Vue instance (new Vue) created after registration. For example:

|  |
| --- |
| Vue.component('component-a', { /\* ... \*/ }) Vue.component('component-b', { /\* ... \*/ }) Vue.component('component-c', { /\* ... \*/ })  new Vue({ el: '#app' }) |

|  |
| --- |
| <div id="app">  <component-a></component-a>  <component-b></component-b>  <component-c></component-c> </div> |

This even applies to all subcomponents, meaning all three of these components will also be available inside each other.

## Local Registration

Global registration often isn’t ideal. For example, if you’re using a build system like Webpack, globally registering all components means that even if you stop using a component, it could still be included in your final build. This unnecessarily increases the amount of JavaScript your users have to download.

In these cases, you can define your components as plain JavaScript objects:

|  |
| --- |
| var ComponentA = { /\* ... \*/ } var ComponentB = { /\* ... \*/ } var ComponentC = { /\* ... \*/ } |

Then define the components you’d like to use in a components option:

|  |
| --- |
| new Vue({  el: '#app'  components: {  'component-a': ComponentA,  'component-b': ComponentB  } }) |

For each property in the components object, the key will be the name of the custom element, while the value will contain the options object for the component.

Note that **locally registered components are not also available in subcomponents**. For example, if you wanted ComponentA to be available in ComponentB, you’d have to use:

|  |
| --- |
| var ComponentA = { /\* ... \*/ }  var ComponentB = {  components: {  'component-a': ComponentA  },  // ... } |

Or if you’re using ES2015 modules, such as through Babel and Webpack, that might look more like:

|  |
| --- |
| import ComponentA from './ComponentA.vue'  export default {  components: {  ComponentA  },  // ... } |

Note that in ES2015+, placing a variable name like ComponentA inside an object is shorthand for ComponentA: ComponentA, meaning the name of the variable is both:

* the custom element name to use in the template, and
* the name of the variable containing the component options

## Module Systems

If you’re not using a module system with import/require, you can probably skip this section for now. If you are, we have some special instructions and tips just for you.

### Local Registration in a Module System

If you’re still here, then it’s likely you’re using a module system, such as with Babel and Webpack. In these cases, we recommend creating a components directory, with each component in its own file.

Then you’ll need to import each component you’d like to use, before you locally register it. For example, in a hypothetical ComponentB.js or ComponentB.vue file:

|  |
| --- |
| import ComponentA from './ComponentA' import ComponentC from './ComponentC'  export default {  components: {  ComponentA,  ComponentC  },  // ... } |

Now both ComponentA and ComponentC can be used inside ComponentB‘s template.

### Automatic Global Registration of Base Components

Many of your components will be relatively generic, possibly only wrapping an element like an input or a button. We sometimes refer to these as **base components** and they tend to be used very frequently across your components.

The result is that many components may include long lists of base components:

|  |
| --- |
| import BaseButton from './BaseButton.vue' import BaseIcon from './BaseIcon.vue' import BaseInput from './BaseInput.vue'  export default {  components: {  BaseButton,  BaseIcon,  BaseInput  } } |

Just to support relatively little markup in a template:

|  |
| --- |
| <BaseInput  v-model="searchText"  @keydown.enter="search" /> <BaseButton @click="search">  <BaseIcon name="search"/> </BaseButton> |

Fortunately, if you’re using Webpack (or **Vue CLI 3+**, which uses Webpack internally), you can use require.context to globally register only these very common base components. Here’s an example of the code you might use to globally import base components in your app’s entry file (e.g. src/main.js):

|  |
| --- |
| import Vue from 'vue' import upperFirst from 'lodash/upperFirst' import camelCase from 'lodash/camelCase'  const requireComponent = require.context(  // The relative path of the components folder  './components',  // Whether or not to look in subfolders  false,  // The regular expression used to match base component filenames  /Base[A-Z]\w+\.(vue|js)$/ )  requireComponent.keys().forEach(fileName => {  // Get component config  const componentConfig = requireComponent(fileName)   // Get PascalCase name of component  const componentName = upperFirst(  camelCase(  // Strip the leading `'./` and extension from the filename  fileName.replace(/^\.\/(.\*)\.\w+$/, '$1')  )  )   // Register component globally  Vue.component(  componentName,  // Look for the component options on `.default`, which will  // exist if the component was exported with `export default`,  // otherwise fall back to module's root.  componentConfig.default || componentConfig  ) }) |

Remember that **global registration must take place before the root Vue instance is created (with new Vue)**. **Here’s an example** of this pattern in a real project context.

# Props

**This page assumes you’ve already read the Components Basics. Read that first if you are new to components.**

## Prop Casing (camelCase vs kebab-case)

HTML attribute names are case-insensitive, so browsers will interpret any uppercase characters as lowercase. That means when you’re using in-DOM templates, camelCased prop names need to use their kebab-cased (hyphen-delimited) equivalents:

|  |
| --- |
| Vue.component('blog-post', {  // camelCase in JavaScript  props: ['postTitle'],  template: '<h3>{{ postTitle }}</h3>' }) |

|  |
| --- |
| <!-- kebab-case in HTML --> <blog-post post-title="hello!"></blog-post> |

Again, if you’re using string templates, this limitation does not apply.

## Prop Types

So far, we’ve only seen props listed as an array of strings:

|  |
| --- |
| props: ['title', 'likes', 'isPublished', 'commentIds', 'author'] |

Usually though, you’ll want every prop to be a specific type of value. In these cases, you can list props as an object, where the properties’ names and values contain the prop names and types, respectively:

|  |
| --- |
| props: {  title: String,  likes: Number,  isPublished: Boolean,  commentIds: Array,  author: Object } |

This not only documents your component, but will also warn users in the browser’s JavaScript console if they pass the wrong type. You’ll learn much more about **type checks and other prop validations** further down this page.

## Passing Static or Dynamic Props

So far, you’ve seen props passed a static value, like in:

|  |
| --- |
| <blog-post title="My journey with Vue"></blog-post> |

You’ve also seen props assigned dynamically with v-bind, such as in:

|  |
| --- |
| <!-- Dynamically assign the value of a variable --> <blog-post v-bind:title="post.title"></blog-post>  <!-- Dynamically assign the value of a complex expression --> <blog-post v-bind:title="post.title + ' by ' + post.author.name"></blog-post> |

In the two examples above, we happen to pass string values, but any type of value can actually be passed to a prop.

### Passing a Number

|  |
| --- |
| <!-- Even though `42` is static, we need v-bind to tell Vue that --> <!-- this is a JavaScript expression rather than a string. --> <blog-post v-bind:likes="42"></blog-post>  <!-- Dynamically assign to the value of a variable. --> <blog-post v-bind:likes="post.likes"></blog-post> |

### Passing a Boolean

|  |
| --- |
| <!-- Including the prop with no value will imply `true`. --> <blog-post is-published></blog-post>  <!-- Even though `false` is static, we need v-bind to tell Vue that --> <!-- this is a JavaScript expression rather than a string. --> <blog-post v-bind:is-published="false"></blog-post>  <!-- Dynamically assign to the value of a variable. --> <blog-post v-bind:is-published="post.isPublished"></blog-post> |

### Passing an Array

|  |
| --- |
| <!-- Even though the array is static, we need v-bind to tell Vue that --> <!-- this is a JavaScript expression rather than a string. --> <blog-post v-bind:comment-ids="[234, 266, 273]"></blog-post>  <!-- Dynamically assign to the value of a variable. --> <blog-post v-bind:comment-ids="post.commentIds"></blog-post> |

### Passing an Object

|  |
| --- |
| <!-- Even though the object is static, we need v-bind to tell Vue that --> <!-- this is a JavaScript expression rather than a string. --> <blog-post v-bind:author="{ name: 'Veronica', company: 'Veridian Dynamics' }"></blog-post>  <!-- Dynamically assign to the value of a variable. --> <blog-post v-bind:author="post.author"></blog-post> |

### Passing the Properties of an Object

If you want to pass all the properties of an object as props, you can use v-bind without an argument (v-bind instead of v-bind:prop-name). For example, given a post object:

|  |
| --- |
| post: {  id: 1,  title: 'My Journey with Vue' } |

The following template:

|  |
| --- |
| <blog-post v-bind="post"></blog-post> |

Will be equivalent to:

|  |
| --- |
| <blog-post  v-bind:id="post.id"  v-bind:title="post.title" ></blog-post> |

## One-Way Data Flow

All props form a **one-way-down binding** between the child property and the parent one: when the parent property updates, it will flow down to the child, but not the other way around. This prevents child components from accidentally mutating the parent’s state, which can make your app’s data flow harder to understand.

In addition, every time the parent component is updated, all props in the child component will be refreshed with the latest value. This means you should **not** attempt to mutate a prop inside a child component. If you do, Vue will warn you in the console.

There are usually two cases where it’s tempting to mutate a prop:

1. **The prop is used to pass in an initial value; the child component wants to use it as a local data property afterwards.** In this case, it’s best to define a local data property that uses the prop as its initial value:

|  |
| --- |
| props: ['initialCounter'], data: function () {  return {  counter: this.initialCounter  } } |

1. **The prop is passed in as a raw value that needs to be transformed.** In this case, it’s best to define a computed property using the prop’s value:

|  |
| --- |
| props: ['size'], computed: {  normalizedSize: function () {  return this.size.trim().toLowerCase()  } } |

Note that objects and arrays in JavaScript are passed by reference, so if the prop is an array or object, mutating the object or array itself inside the child component **will**affect parent state.

## Prop Validation

Components can specify requirements for its props, such as the types you’ve already seen. If a requirement isn’t met, Vue will warn you in the browser’s JavaScript console. This is especially useful when developing a component that’s intended to be used by others.

To specify prop validations, you can provide an object with validation requirements to the value of props, instead of an array of strings. For example:

|  |
| --- |
| Vue.component('my-component', {  props: {  // Basic type check (`null` matches any type)  propA: Number,  // Multiple possible types  propB: [String, Number],  // Required string  propC: {  type: String,  required: true  },  // Number with a default value  propD: {  type: Number,  default: 100  },  // Object with a default value  propE: {  type: Object,  // Object or array defaults must be returned from  // a factory function  default: function () {  return { message: 'hello' }  }  },  // Custom validator function  propF: {  validator: function (value) {  // The value must match one of these strings  return ['success', 'warning', 'danger'].indexOf(value) !== -1  }  }  } }) |

When prop validation fails, Vue will produce a console warning (if using the development build).

Note that props are validated **before** a component instance is created, so instance properties (e.g. data, computed, etc) will not be available inside default or validator functions.

### Type Checks

The type can be one of the following native constructors:

* String
* Number
* Boolean
* Array
* Object
* Date
* Function
* Symbol

In addition, type can also be a custom constructor function and the assertion will be made with an instanceof check. For example, given the following constructor function exists:

|  |
| --- |
| function Person (firstName, lastName) {  this.firstName = firstName  this.lastName = lastName } |

You could use:

|  |
| --- |
| Vue.component('blog-post', {  props: {  author: Person  } }) |

to validate that the value of the author prop was created with new Person.

## Non-Prop Attributes

A non-prop attribute is an attribute that is passed to a component, but does not have a corresponding prop defined.

While explicitly defined props are preferred for passing information to a child component, authors of component libraries can’t always foresee the contexts in which their components might be used. That’s why components can accept arbitrary attributes, which are added to the component’s root element.

For example, imagine we’re using a 3rd-party bootstrap-date-input component with a Bootstrap plugin that requires a data-date-picker attribute on the input. We can add this attribute to our component instance:

|  |
| --- |
| <bootstrap-date-input data-date-picker="activated"></bootstrap-date-input> |

And the data-date-picker="activated" attribute will automatically be added to the root element of bootstrap-date-input.

### Replacing/Merging with Existing Attributes

Imagine this is the template for bootstrap-date-input:

|  |
| --- |
| <input type="date" class="form-control"> |

To specify a theme for our date picker plugin, we might need to add a specific class, like this:

|  |
| --- |
| <bootstrap-date-input  data-date-picker="activated"  class="date-picker-theme-dark" ></bootstrap-date-input> |

In this case, two different values for class are defined:

* form-control, which is set by the component in its template
* date-picker-theme-dark, which is passed to the component by its parent

For most attributes, the value provided to the component will replace the value set by the component. So for example, passing type="text" will replace type="date" and probably break it! Fortunately, the class and style attributes are a little smarter, so both values are merged, making the final value: form-control date-picker-theme-dark.

### Disabling Attribute Inheritance

If you do **not** want the root element of a component to inherit attributes, you can set inheritAttrs: false in the component’s options. For example:

|  |
| --- |
| Vue.component('my-component', {  inheritAttrs: false,  // ... }) |

This can be especially useful in combination with the $attrs instance property, which contains the attribute names and values passed to a component, such as:

|  |
| --- |
| {  class: 'username-input',  placeholder: 'Enter your username' } |

With inheritAttrs: false and $attrs, you can manually decide which element you want to forward attributes to, which is often desirable for **base components**:

|  |
| --- |
| Vue.component('base-input', {  inheritAttrs: false,  props: ['label', 'value'],  template: `  <label>  {{ label }}  <input  v-bind="$attrs"  v-bind:value="value"  v-on:input="$emit('input', $event.target.value)"  >  </label>  ` }) |

This pattern allows you to use base components more like raw HTML elements, without having to care about which element is actually at its root:

|  |
| --- |
| <base-input  v-model="username"  class="username-input"  placeholder="Enter your username" ></base-input> |

# Routing

## Official Router

For most Single Page Applications, it’s recommended to use the officially-supported **vue-router library**. For more details, see vue-router’s **documentation**.

## Simple Routing From Scratch

If you only need very simple routing and do not wish to involve a full-featured router library, you can do so by dynamically rendering a page-level component like this:

|  |
| --- |
| const NotFound = { template: '<p>Page not found</p>' } const Home = { template: '<p>home page</p>' } const About = { template: '<p>about page</p>' }  const routes = {  '/': Home,  '/about': About }  new Vue({  el: '#app',  data: {  currentRoute: window.location.pathname  },  computed: {  ViewComponent () {  return routes[this.currentRoute] || NotFound  }  },  render (h) { return h(this.ViewComponent) } }) |

Combined with the HTML5 History API, you can build a very basic but fully-functional client-side router. To see that in practice, check out **this example app**.

# State Management

## Official Flux-Like Implementation

Large applications can often grow in complexity, due to multiple pieces of state scattered across many components and the interactions between them. To solve this problem, Vue offers **vuex**: our own Elm-inspired state management library. It even integrates into **vue-devtools**, providing zero-setup access to **time travel debugging**.

### Information for React Developers

If you’re coming from React, you may be wondering how vuex compares to **redux**, the most popular Flux implementation in that ecosystem. Redux is actually view-layer agnostic, so it can easily be used with Vue via **simple bindings**. Vuex is different in that it knows it’s in a Vue app. This allows it to better integrate with Vue, offering a more intuitive API and improved development experience.

## Simple State Management from Scratch

It is often overlooked that the source of truth in Vue applications is the raw data object - a Vue instance only proxies access to it. Therefore, if you have a piece of state that should be shared by multiple instances, you can share it by identity:

|  |
| --- |
| const sourceOfTruth = {}  const vmA = new Vue({  data: sourceOfTruth })  const vmB = new Vue({  data: sourceOfTruth }) |

Now whenever sourceOfTruth is mutated, both vmA and vmB will update their views automatically. Subcomponents within each of these instances would also have access via this.$root.$data. We have a single source of truth now, but debugging would be a nightmare. Any piece of data could be changed by any part of our app at any time, without leaving a trace.

To help solve this problem, we can adopt a **store pattern**:

|  |
| --- |
| var store = {  debug: true,  state: {  message: 'Hello!'  },  setMessageAction (newValue) {  if (this.debug) console.log('setMessageAction triggered with', newValue)  this.state.message = newValue  },  clearMessageAction () {  if (this.debug) console.log('clearMessageAction triggered')  this.state.message = ''  } } |

Notice all actions that mutate the store’s state are put inside the store itself. This type of centralized state management makes it easier to understand what type of mutations could happen and how are they triggered. Now when something goes wrong, we’ll also have a log of what happened leading up to the bug.

In addition, each instance/component can still own and manage its own private state:

|  |
| --- |
| var vmA = new Vue({  data: {  privateState: {},  sharedState: store.state  } })  var vmB = new Vue({  data: {  privateState: {},  sharedState: store.state  } }) |
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It’s important to note that you should never replace the original state object in your actions - the components and the store need to share reference to the same object in order for mutations to be observed.

As we continue developing the convention where components are never allowed to directly mutate state that belongs to a store, but should instead dispatch events that notify the store to perform actions, we eventually arrive at the **Flux** architecture. The benefit of this convention is we can record all state mutations happening to the store and implement advanced debugging helpers such as mutation logs, snapshots, and history re-rolls / time travel.